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Abstract—Mobile applications must continuously evolve, some-
times under such time pressure that poor design or implemen-
tation choices are made, which inevitably result in structural
software quality problems. Refactoring is the widely-accepted
approach to ameliorating such quality problems. While the
impact of refactoring on software quality has been widely studied
in object-oriented software, its impact is still unclear in the
context of mobile apps. This paper reports on the first empirical
study that aims to address this gap. We conduct a large empirical
study that analyses the evolution history of 300 open-source
Android apps exhibiting a total of 42,181 refactoring operations.
We analyze the impact of these refactoring operations on 10
common quality metrics using a causal inference method based
on the Difference-in-Differences (DiD) model. Our results indicate
that when refactoring affects the metrics it generally improves
them. In many cases refactoring has no significant impact on
the metrics, whereas one metric (LCOM) deteriorates overall as
a result of refactoring. These findings provide practical insights
into the current practice of refactoring in the context of Android
app development.

Index Terms—Mobile app, refactoring, quality metrics, An-
droid, empirical study

I. INTRODUCTION

Android applications undergo modifications, improvements
and enhancements to cope with rapid and evolving user
requirements. Such maintenance activities can cause quality
to decrease if improperly conducted [24], [35], [42], [53].
In order to facilitate software evolution, developers need to
improve software structure on a regular basis. Refactoring is
the most common approach to improve the internal structure
of software systems without affecting their external behavior
[6], [21], [34], [37], [40].

Mobile apps differ significantly from traditional software
systems [27], [31], [33] in having to deal with limitations on
specific hardware resources like memory, CPU, display size,
etc., as well as the highly dynamic nature of the mobile app
market and the ever-increasing user requirements. These dif-
ferences can play an important role in mobile app development
and evolution. Indeed, unlike object-oriented software systems
[6], [8], [13], [15], [38], [48], the impact of refactoring on
quality metrics in mobile apps has received little attention.
Hence, much uncertainty exists about the relationship between
refactoring and quality aspects in mobile apps. Yet, refactoring
practices may exhibit different challenges in the context of
Android apps. Even though refactoring aims at improving code

structure, this expectation might not be always met in real
settings as refactoring changes are often performed quickly to
meet users requirements, fix defects or adapt to environment
changes in the highly volatile mobile market [15]. To develop
efficient and reliable refactoring support tools for mobile apps,
there is a need to better understand the current refactoring
practice and its impact on structural quality.

To fill this gap and improve the current knowledge about
the impact of refactoring on structural quality, we conduct an
empirical study on a dataset composed of 300 open-source
Android apps that are freely distributed in the Google Play
Store. We analyze the impact of 10 commonly used refactoring
operations on 10 well-known quality metrics in Android apps.
We identified a total of 42,181 applied refactoring operations
and measured quality metrics values before and after each
refactoring operation. Then we analyzed the impact of each
refactoring on the considered quality metrics using a causal in-
ference method based on the Difference-in-Differences (DiD)
model, one of the widely-used analytical techniques for causal
inference [9].

Overall, our study findings can be summarized as follows.

• Some refactoring types correlate with a broad improve-
ment in software metric values. For example, the Move
Method refactoring brings about a significant improve-
ment in terms of coupling (CBO and RFC), cohesion
(LCOM, TCC and LCC), complexity (WMC) and design
size (LOC).

• The cohesion metric LCOM proved to be least consistent
metric, improving for some refactoring types while deteri-
orating for others, and exhibiting an overall deterioration
in response to refactoring. This resonates with earlier
work showing LCOM to be very volatile under refac-
toring [38], and inclined to deteriorate when coupling
improves [41].

• Non-refactoring code changes tend to have a negligible
impact on the majority of quality metrics, except for the
design size-related metrics which tend to increase in most
of the commits. It is to be expected that design size
related metrics increase over time as a project evolves,
following Lehman’s law on software evolution [28].

The paper is structured as follows. Section II reviews related
work. Section III presents the design of our empirical study,



while Section IV presents and discusses our results. Section
V discusses the implications of our findings for developers,
researchers and tool builders. Section VI describes the threats
to validity of our study. Finally, Section VII draws our
conclusions and present some ideas for future work.

II. RELATED WORK

Several research efforts have focused on studying when and
how to apply refactoring. Fowler defined the first refactoring
catalog that contains 72 refactoring operations and specified
a guide containing information on when and how to apply
them [21]. Later, Simon et al. [46] presented a generic
approach to generate visualizations that supports developers
to identify bad smells and propose adequate refactorings.
They focus on use relations to propose move method/attribute
and extract/inline class refactorings. They define a distance-
based cohesion metric, which measures the cohesion between
attributes and methods with the aim of identifying methods
that use or are used by more features of another class than
the class that they belong to, and attributes that are used
by more methods of another class than the class that they
belong to. The calculated distances are visualized in a three-
dimensional perspective supporting the developer to manually
identify refactoring opportunities.

Various research works attempted to quantitatively evaluate
whether refactoring indeed improves quality in traditional
software systems. Alshayeb et al. [8] investigated the impact
of refactoring operations on five quality attributes, namely
adaptability, maintainability, understandability, reusability, and
testability. Their results highlight that benefits brought by
refactoring operations on some code classes are often coun-
terbalanced by a decrease of quality in some other classes.
Pantiuchina et al. [43] explored the correlation between code
metrics and the quality improvement explicitly reported by
developers in commit messages. The study shows that quality
metrics sometimes do not capture the quality improvement
documented by developers. Similarly, AlOmar et al. [6] con-
ducted a large scale empirical study on open-source java
projects to investigate the extent to which refactorings impact
on quality metrics match with the developers perception. The
study results indicate that quality metrics related to cohesion,
coupling and complexity capture more developer intentions
of quality improvement than metrics related to encapsulation,
abstraction, polymorphism and design size

Tahvildari & Kontogiannis [50] analyzed the association
of refactorings with a possible effect on maintainability en-
hancements through refactorings. They use a catalogue of
object-oriented metrics as an indicator for the transformations
to be applied to improve the quality of a legacy system.
The indicator is achieved by analysing the impact of each
refactoring on these object-oriented metrics. Ó Cinnéide et al.
[38] investigated the impact of refactoring on five popular co-
hesion metrics using eight Java desktop systems. Their results
demonstrate that cohesion metrics disagree with each other in
55% of cases. Furthermore, Geppert et al. [22] empirically
investigated the impact of refactoring on changeability. They

considered three factors for changeability: customer reported
defect rates, effort, and scope of changes. Szoke et al. [49]
performed a study on five software systems to investigate
the relationship between refactoring and code quality. They
show that small refactoring operations performed in isolation
rarely impact software quality. On the other side, a high
number of refactoring operations performed in block helps in
substantially improving code quality.

Strogglos and Spinellis [48] investigated the impact of
refactoring on eight OO quality metrics. Their results indicate
that refactoring caused a non-trivial increase in some specific
metrics such as LCOM, Ca, RFC leading to less coherent
classes or assigning more responsibilities to other classes.
Kataoka et al. [26] studied the refactoring effect on various
coupling metrics, comparing the metrics before and and after
the refactorings Extract Method and Extract Class, which were
performed by a single developer in desktop C++ programs.
More recently, Cedrim et al. [15] conducted a longitudi-
nal study of 25 desktop projects to examine the impact of
refactoring on software quality. The results indicate that only
2.24% of refactorings removed code smells while 2.66% of
the refactorings introduced new ones. For the sake of clarity,
Table I provides a summary of the existing works.

We observe from the existing literature that most studies
focus basically on desktop applications while little knowledge
is available for mobile apps. Furthermore, existing studies
are merely limited to some particular quality metrics, or/and
few refactoring types. In our study, we focus on Android
apps while considering the analysis of more quality metrics.
While current studies collect refactorings based on mining
developers documentation, or release-based static analysis
tools, we use a fine grained detection of refactoring based
on RefactoringMiner to reduce any bias towards imprecise
collection of refactorings. Furthermore, one of the limitations
in the state-of-the-art studies is that they do not consider that
refactoring operations are typically accompanied with other
code changes in either the commit [6], [15], [48] or release
levels [8], [13], [16]. Such code changes can add more noise
to the analyzed quality metrics values, and impact the final
outcome the metrics analysis. In our study, we adopt a causal
inference based on the DiD model [9] to better assess the
impact of refactoring on quality metrics and assure that the
metrics variations are due to refactoring.

III. STUDY DESIGN

This section describes the design of our empirical study.
We first setup our research question. Then, we explain our
experimental setup including data collection, and analysis
methods employed.

Our main goal in this study is to investigate how refactoring
affects structural quality metrics in Android apps. In particular,
we address the following research question:

RQ. Do refactorings applied by Android developers improve
quality metrics?



TABLE I: A summary of the literature on the impact of refactoring on software quality attributes.

Study Year Software Metric Internal Quality Attribute Refactoring Level
Class Method Field

Simon et al. [46] 2001 Cohesion measures Cohesion Yes Yes Yes
Kataoka et al. [26] 2002 Coupling measures Coupling Yes Yes No

Tahvildari & Kontogiannis [50] 2004 LCOM / WMC / RFC / NOM Inheritance / Cohesion / Coupling / Complexity Not mentionedCDE / DAC / TCC
Geppert et al. [22] 2005 Not mentioned Not mentioned Not mentioned
Stroggylos & Spinells [48] 2007 CK / Ca / NPM Inheritance / Cohesion / Coupling / Complexity Not mentioned
Alshayeb [8] 2009 CK / LOC / FANOUT Inheritance / Cohesion / Coupling / Size Yes Yes Yes
Ó Cinnéide et al. [38] 2012 LSCC / TCC / CC / SCOM / LCOM5 Cohesion Yes Yes Yes

Szoke et al. [49] 2014 CC / U / NOA / NII / NAni Size / Complexity Not mentionedLOC / NUMPAR / NMni / NA

Cedrim at al. [15] 2016 LOC / CBO / NOM / CC Cohesion / Coupling / Complexity Yes Yes YesFANOUT / FANIN

Pantiuchina et al. [43] 2018 LCOM / CBO / WMC / RFC Cohesion / Coupling / Complexity Yes Yes YesC3 / B&W / SRead

AlOmar et al. [6] 2019
CK / FANIN / FANOUT / CC NIV / NIM

Inheritance / Cohesion / Coupling / Complexity Yes Yes YesEvg / NPath / MaxNest / IFANIN
Size / Polymorphism / Encapsulation / AbstractionLOC / CLOC / CDL / STMTC
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Fig. 1: The overall process of our empirical study.

A. Context and Dataset

Since this study is focused on Android apps for which we
investigate the relationship between refactoring occurring in
the development cycle and quality metrics, the context of
our study consists of a representative set of Android apps,
and refactorings/quality metrics. In particular, we analyzed
(i) 10 common refactoring types which are amongst Fowler’s
refactoring catalog [21], and (ii) a set of ten common quality
metrics based on Chidamber & Kemerer (CK) metrics suite
[17]. The CK metrics have been studied in several empirical
studies and have shown their relevance in capturing different
aspects of code maintainability [6], [12], [13], [23], [29], [38].
We also considered other common quality metrics such as
number of lines of code (LOC), the Tight Class Cohesion
(TCC), the Loose Class Cohesion (LCC), the number of
static invocations (NOSI), and the variables quantity (VQTY)
as they measure additional quality aspects from developers
perspective. Tables II and III report the set of refactorings and
quality metrics, respectively, that are investigated in our study.

B. Empirical Study Setup

To address our research question, we design a controlled
experiment where we select two groups of code changes, a
first group that consists of refactoring-related change changes

(i.e., treatment group), and a second that consists of a non-
refactoring code changes (i.e., control group). Thereafter, we
investigate the impact of both groups on quality metrics to
allow statistical analysis. Figure 1 describes the overall process
of our study which consists of six main steps: (1) Android apps
selection, (2) refactoring extraction, (3) commit extraction,
(4) non-refactoring changes extraction, (5) Quality metrics
measurement, and (6) refactoring impact analysis.

1) Step 1: Android apps selection: We target open-source
Android apps that are freely distributed in the Google Play
store and have their versioning history hosted on GitHub. For
this purpose, we performed a custom search on GitHub by
targeting all Java repositories in which the readme.md file
contains a link to a Google Play Store page. Overall, we
obtained 19,212 apps. Thereafter, inspired by previous works
[19], [30], we applied the following filters to exclude:

• Apps whose GitHub repository does not contain an
AndroidManifest.xml file as they clearly do not
refer to real Android apps. The result of this filter was a
collection of 5,766 apps.

• Apps for which the corresponding Google Play page is
not existing anymore. This filter returned 3,160 apps.

• Repositories that contain forks of other repositories. This
filtering step leads to a final set of 1,923 Android apps



TABLE II: The list of studied refactoring operations.
Ref. Refactoring Description Level

MM Move Method Moves a method from a class to another class. Method
EM Extract Method Creates a new method from an existing fragment of code from a given method. Method
IM Inline Method Replaces calls to the method with the method’s content and delete the method itself. Method
EMM Extract and Move Method Extracts and moves method. Method
PDM Push Down Method Moves a method from a class to those subclasses that require it. Method
PUM Pull Up Method Moves a method from a class(es) to its immediate superclass. Method
MA Move Attribute Moves Attribute from a class to another class. Attribute
PDA Push Down Attribute Moves an attribute from a class to those subclasses that require it. Attribute
PUA Pull Up Attribute Moves an attribute from a class(es) to their immediate superclass. Attribute
ESC Extract Super Class Creates a superclass from two classes with common attributes and methods. Class
MC Move Class Moves a class to another package. Class

TABLE III: The list of studied quality attributes and metrics.
Quality Attribute Metric description

Coupling Coupling Between Objects (CBO) Number of classes that are coupled to a particular class [17].
Number Of Static Invocations (NOSI) Number of invocations of static methods [10]
Response For a Class (RFC) Number of method invocations in a class [17].

Cohesion Lack Of Cohesion of Methods (LCOM) Numbers of pairs of methods that shared references to instance variables [17].
Tight Class Cohesion (TCC) Numbers of directly connected public methods in a class [10].
Loose Class Cohesion (LCC) Numbers of directly/indirectly connected public methods in a class [10].

Complexity Weight Method Class (WMC) The sum of all the complexities of the methods (McCabe’s cyclomatic complexity) in the class [17].
Design Size Lines of code (LOC) Number of lines of code ignoring spaces and comments [10].

Variable Quantity (VQTY) Number of declared variables [10].
Inheritance Depth of Inheritance Tree (DIT) Number of classes that a particular class inherits from [17].

Thereafter, we randomly selected a representative set of 300
apps which represents 15% of the final set, exhibiting a total
of 42,181 refactoring operations. We focused our study to this
set of apps for computational reasons. It is worth noting that
the sample size of 300 apps and 42,181 refactoring operations
is larger than related studies on the impact of refactoring on
software quality [8], [13], [15], and than typical samples in
software engineering research [55]. Table IV summarizes the
statistics about the collected dataset.

2) Step 2: Refactorings detection: In this step, we collect
all the refactoring operations applied to the studied apps. We
utilize RefactoringMiner [52] to detect applied refactoring in-
stances on the commit level. RefactoringMiner is a command-
line based open source tool that is built on top of the UMLD-
iff [56] algorithm for differencing object-oriented models.
RefactoringMiner has been shown to achieve a precision of
98% and recall of 87% [45], [52]. The tool walks through
the commit history of a project’s Git repository to extract
refactorings between consecutive commits. RefactoringMiner
supports the detection of various common refactoring types
from Fowler’s catalog. Among the supported refactorings,
all refactoring types detected by Refactoring Miner were
considered in this study, except the Rename Method and
Rename Class refactorings as they are not directly related to
one of the structural metrics studied in our study. Overall, our
extraction process identifies a list of 10 common refactoring
types which are amongst the most common refactoring types
[6], [14], [15], [37], [40]. Tables II and V report the list and
the number of refactorings, respectively, that are investigated
in our study.

3) Step 3: Commit changes extraction: After the extrac-
tion of all refactoring operations, we collect the IDs of all
refactoring commits, i.e., commits in which a refactoring
operation was applied, as well as the IDs of the commits that

immediately precede the refactoring commit. The GitHub API
facilitates this process; in particular, we use the git clone
command to download the source code of each refactoring
commit as well as its immediately preceding commit. These
commits enable the identification of quality metrics values
before and after the application of refactoring.

4) Step 4: Non-refactoring changes extraction: In this step,
we extract a set of commits that contain non-refactoring
changes for our controlled experiment. To do this, based on the
treatment group, we randomly selected a set of non-refactoring
commits representing our control group. For each commit,
we collected its ID as well as the commits that precede it.
Thereafter, we performed the same procedure adopted in Step
3 to collect their source code.

5) Step 5: Quality metrics measurement: To assess the
impact of refactoring on software quality, we need to measure
a set of quality metrics. In particular, we measure for each
applied refactoring change as well as non-refactoring changes,
the class level metrics before and after the change has been
applied in the commit level. Specifically, since we already have
the list of refactoring operations applied in each commit, we
compute for each class the quality metric values before and
after each commit in both treatment and control groups. To
calculate the values of these metrics we utilized a widely-used
open source CK Metrics Suite tool, namely, CK-metrics,which
is a command-line based tool provided by Aniche [10] that
allows automating our dataset collection process.

6) Step 6: Refactoring Impact Analysis: In this step, we
investigate whether or not each metric is improved by refac-
toring. In order to do this, we set up two hypotheses, the null
hypothesis H0 assumes that a refactoring operation ri does not
improve a quality metric mj , and the alternative hypothesis H
indicates that the refactoring ri improves mj .

After collecting the metric values before and after each



commit in both treatment and control groups, we calculate
the differences between their quality metric values before and
after the refactoring change, at the class level. Thereafter, we
use two statistical methods (1) statistical significance, and (2)
causal inference.

Statistical Significance Analysis. To capture the overall
trends of the variation in the metric values we use statistical
significance analysis. To do so, for each refactoring operation
ri, and each metrics mj , we use the Wilcoxon rank-sum test
[54], a non-parametric test, to assess the statistical differences
between the distribution of mj before and after the application
of ri. In addition to the Wilcoxon test, we used the non-
parametric effect Cliff’s delta (δ) [18] to compute the effect
size, i.e., the magnitude of the difference between the distri-
butions. The value of effect size is statistically interpreted as:

• Negligible : if | δ |< 0.147,
• Small : if 0.147 ≤| δ |< 0.33,
• Medium : if 0.33 ≤| δ |< 0.474, or
• High : if | δ |≥ 0.474.

Furthermore, to better assess the impact of a specific refac-
toring operation on quality metrics, we performed a causal
inference experiment to assess whether the metrics variations
are due to the refactoring changes or to other code changes.

Causal Inference Analysis. Causal inference stems from
the social sciences and explores cause and effects as its main
concern [9]. In econometrics, difference-in-differences (DiD)
methods are one of the key analytical elements for causal
inference. DiD is used to statistically analyze actual and
counterfactual scenarios, thereby enabling a causality analysis.
To investigate the effects of a treatment in statistics, one cannot
see the results with and without an intervention based on
one individual only. As shown in Figure 2, the DiD model
addresses this problem by comparing two groups, (1) a group
with the intervention, called treatment group (i.e., a set of code
changes with refactoring) and (2) a group without it, called a
control group (i.e., a set of code changes without refactoring).
The underlying assumption of DiD design is that the trend of
the control group provides an adequate proxy for the trend
that would have been observed in the treatment group in the
absence of treatment. Let, T and C, the treatment and the
control group, respectively. The refactoring impact RI of a
given refactoring operation R on a given quality metric Mi is
calculated as follows:

RI(R,Mj) = Y R
Mi
− Y C

Mi
(1)

where Y R
Mi

is the median perceived impact after the application
of the set of refactorings R on the treatment group T on the
metric Mi; and Y C

Mi
is the median perceived change in the

control group C on the metric Mi.

C. Replication package

Our dataset is available in our replication package for future
replications and extensions [44].

Before After

Impact trend in the 

Control Group

Im
p
a
c
t 

o
n
 q

u
a
lit

y
m

e
tr

ic

time

Impact trend in the 

Treatment Group

Refactoring

Effect

Counterfactual Impact trend 

in the Treatment Group

Code

change

Fig. 2: An example of the causal inference method using a
DiD model showing the refactoring impact on a quality metric
before versus after the application of refactoring.

TABLE IV: Dataset statistics.

Statistic Count

# of Android apps 300
# of commits with refactorings 13,500
# of refactoring operations 42,181
Total number of commits 271,263

IV. EMPIRICAL STUDY RESULTS

This section reports and discusses our experimental results
to address our research question: do refactorings applied by
Android developers improve quality metrics? To answer this
question, for each commit change of both groups, described
in III, we compute its corresponding metric values before
and after each commit in both treatment and control groups.
Figures 3 and 4 show the general distribution of the metrics
values before and after commit changes in the treatment,
and control groups, respectively. We also provide a detailed
analysis in Table VI where each column reports (i) the impact
of the respective refactoring type based on the DiD technique
using Equation 1, (ii) the predominant behavior indicating
whether the refactoring impact is positive or negative, and (iii)
the p-value as well as the Cliff’s delta (δ).

In the following, we report and discuss the obtained results
for each quality metric along with real world examples from
our experiments.

TABLE V: The list of refactoring applied to the analyzed apps.

Refactoring type Number

Extract Method 11,736
Move Attribute 8,321
Move Method 5,847
Extract And Move Method 5,121
Inline Method 3,952
Push Down Method 2,541
Pull Up Attribute 1,371
Pull Up Method 1,170
Extract SuperClass 1,140
Move Class 982
Total 42,181
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Fig. 3: Treatment group results: Beanplots of metric values before and after each refactoring operation.
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Fig. 4: Control group results: The impact of non-refactoring
code changes on quality metrics.

A. Results for Coupling Metrics

Coupling is defined as the strength of the dependencies that
exist between classes [17], [47]. Low coupling is desirable
since it helps in isolating responsibilities and changes. As

shown in Table III, we assess three coupling metrics. The
first is the Coupling Between Object (CBO), counting the
number of dependencies a class has (i.e., the number of other
classes it depends on). The second metric is the Response for a
Class (RFC), calculated as the number of distinct methods and
constructors invoked by a class. The third is Number Of Static
Invocations (NOSI) which counts the number of invocations
of static methods. The higher the CBO, RFC and NOSI the
worse is the class coupling.

1) CBO: From the beanplots in Figure 3 and Table VI,
we observe that several applied refactorings improve the
CBO metric (i.e., decrease its value). The most influential
refactorings are Pull Up Method, Push Down Method, and
Extract Super Class significantly reducing CBO from 9 to



TABLE VI: The impact of refactoring (treatment group) and non-refactoring (control group) changes on quality metrics.

Data Change Measure Coupling Cohesion Complexity Design Size Inheritance
CBO RFC NOSI LCOM TCC LCC WMC LOC VQTY DIT

Tr
ea

tm
en

t
G

ro
up

Extract Method Refactoring impact 0 -4 0 3 0 0 -2 -4 0 0
Behavior - ↓ - ↑ - - ↓ ↓ - -
P-value (δ) 0.06 (S) <0.05 (S) 0.10 (S) 0.07 (N) 0.18 (S) 0.18 (S) <0.05 (S) <0.05 (S) 0.06 (N) 0.06 (N)

Move Attribute Refactoring impact 0 -9 5 1 0.1 0.1 0 0 -12 0
Behavior - ↓ ↑ ↑ ↑ ↑ - - ↓ -
P-value (δ) <0.05 (N) <0.05 (N) 0.17 (N) <0.05 (N) <0.05 (N) <0.05(N) 0.40 (N) 0.13 (N) <0.05 (S) 0.1 (N)

Move Method Refactoring impact -8 -4 0 -2 0.3 0.3 -3 -13 0 0
Behavior ↓ ↓ - ↓ ↑ ↑ ↓ ↓ - -
P-value (δ) <0.05 (S) <0.05 (N) 0.70 (N) <0.05 (S) <0.05 (N) <0.05 (N) <0.05 (S) <0.05 (M) 0.11 (N) (M) 0.15 (S)

Extract And Refactoring impact -8 -11 0 -2 0.7 0.7 -3 -12 0 0
Move Method Behavior ↓ ↓ - ↓ ↑ ↑ ↓ ↓ - -

P-value (δ) <0.05 (S) <0.05 (N) 0.33 (N) <0.05 (S) <0.05 (N) <0.05 (N) <0.05 (S) <0.05 (M) 0.08 (N) 0.07 (N)
Inline Method Refactoring impact -3 0 0 -4 0 0 -1 0 -5 0

Behavior ↓ - - ↓ - - ↓ - ↓ -
P-value (δ) <0.05 (N) 0.82 (N) 1 (N) 0.31 (N) 0.10 (N) 0.10 (N) 0.17 (S) 1(N) 0.59 (N) 1 (N)

Push Down Refactoring impact -10 0 0 3 0 0 1 -15 -3 -7
Method Behavior ↓ - - ↑ - - ↑ ↓ ↓ ↓

P-value (δ) <0.05 (M) 1 (N) 1 (S) 1 (N) 1 (N) 1 (N) 0.10 (N) <0.05 (M) <0.05 (N) <0.05 (S)
Pull Up Attribute Refactoring impact -4 0 0 0 0 0 -2 -9 0 -10

Behavior ↓ - - - - - ↓ ↓ - ↓
P-value (δ) <0.05 (S) 1 (N) 1 (N) 0.08 (N) <0.05 (N) <0.05 (N) <0.05(N) <0.05 (S) 0.08 (N) <0.05 (M)

Pull Up Method Refactoring impact -11 2 1 2 0.01 0.01 -3 -16 -7 -5
Behavior ↓ ↑ ↑ ↑ ↑ ↑ ↓ ↓ ↓ ↓
P-value (δ) <0.05 (M) 0.51 (N) 1 (N) <0.05 (N) 1 (N) 1 (N) 0.03 (N) <0.05 (M) <0.05 (S) <0.05 (S)

Extract Super Refactoring impact -9 -8 0 0 0 0 -10 -24 -1 -8
Class Behavior ↓ ↓ - - - - ↓ ↓ ↓ ↓

P-value (δ) <0.05(M) <0.05 (S) 0.88 (N) 0.09 (N) 1 (N) 1 (N) <0.05 (M) <0.05 (M) 1 (N) <0.05 (S)
Move Class Refactoring impact 0 0 -1 2 0 0 -1 -6 -1 -3

Behavior - - ↓ ↑ - - ↓ ↓ ↓ ↓
P-value (δ) <0.05 (S) 1 (N) 0.17 (N) <0.05 (N) 1 (N) 1 (N) <0.05 (N) <0.05 (N) 0.10 (N) <0.05 (S)

C
on

tr
ol

G
ro

up

Commit change Change commit -1 0 0 -3 0 0 0 10 1 0
Behavior ↓ - - ↓ - - - ↑ ↑ -
P-value (δ) 0.08 (N) 0.11 (N) 0.73 (N) 0.10 (N) 0.97 (N) 0.97 (N) 0.07 (N) <0.05 (S) <0.05 (N) 0.34 (N)

Legend:
Metric improvement: Low High
Metric disprovement: Low High
Effect size: L: Large, M: Medium, S: Small, N: Negligible
Behavior: “↑” : indicates that the metrics increased; “↓” : indicates that the metric decreased; “-” : indicates that the metric remains unaffected.

11 with a medium effect size. These refactorings are typically
applied when classes or subclasses grow and develop indepen-
dently of one another, causing identical (or similar) methods
each having its own dependencies. They often help reducing
duplicate code, replacing inheritance with delegation and vice
versa as well as reducing dependencies through polymorphism.
Furthermore, Move Method or Extract And Move Method
tend to significantly improve CBO by a median value of
8, each with a small effect size. Typically, these method-
level move refactorings help organizing functionalities across
classes and thus reduce dependencies between them. Overall,
as shown in Table VI, the CBO variation for all refactorings
is significant and accompanied with a medium or small effect
size depending on the refactoring type. Particularly, the effect
size is negligible for the Inline Method, as it could be applied
either in methods from the same class or from different classes.
Only the latter can help reducing coupling.

2) RFC: As it can be seen from the beanplots in Figure 3
and Table III, Extract And Move Method, and Move Attribute
are the most influential refactoring that improve RFC by
11 and 9, respectively. Moreover, Extract Super Class have
shown to improve RFC by a median score of 8, while less
impact is observed by both Extract Method and Move Method
refactorings with a median of 4, each.

3) NOSI: From Figure 3 and Table VI, we observe that
the NOSI metric has not been impacted by any of the ap-
plied refactorings since when comparing the distributions of
values before and after refactoring, no statistically significant
difference is observed. This is not very surprising, as most of
refactorings do not have a direct impact on static methods.

It is worth noting that our findings in Android apps share
some similarities with desktop apps for the coupling which is
positively impacted after applying the refactoring [36], [43].
Moreover, the the Extract Method and Move Method refactor-
ings are applied in both Android and desktop applications to
improve the coupling [13], [20].

To observe the salient impacts of refactoring on cou-
pling, we refer to a real world example from our dataset
showing the impact of a Move Method refactoring on cou-
pling metrics, from the WordPress-Android app, in the com-
mit [1]. The commit’s refactoring consists of moving of
the method showJetpackSettings() from the class
EditPostActivity to the class ActivityLauncher.
Interestingly, this Move Method refactoring resulted in a
coupling reduction for the ActivityLauncher class, with
a drop of its CBO from 18 to 13 and its RFC from 33
to 31. Looking deeper into the the source code to un-
derstand the reason behind these improvements, we find
that the “Start Jetpack security settings” activity was ini-
tially launched from the ActivityLauncher class via the
startActivity() method. This method use the intent
object to start this activity. However, intent was intitially
implemented in the showJetpackSettings() method in
the EditPostActivity. As consequence, each time this activ-
ity is launched, the class ActivityLauncher calls the
showJetpackSettings() method. Thus, this refactoring
helped moving the method to the class that uses it most which
decreased the number of dependencies between both classes,
resulting in an improvement in both CBO and RFC.



Finding 1. Refactoring has a significant positive impact on
coupling in terms of both the CBO and RFC metrics, while
no significant impact was found on the NOSI metric. The
most influential refactorings that promote low coupling are
“Move Method”, and “Extract And Move Method”.

B. Results for Cohesion Metrics

Cohesion assesses the degree to which the responsibilities
implemented in a class belong together [47]. High cohesion is
desirable since it promotes encapsulation and adherence to the
Single Responsibility Principle, one of the SOLID design prin-
ciples [25]. In this study, we consider three cohesion metrics,
the first metric is the normalized [39], considering the shared
instance variables between method pairs of a class. If the value
of this metric is low, it indicates a strong cohesiveness of the
class. The second cohesion metric is TCC, which considers
the direct connection of public methods in a class. The third
is LCC, which is similar to TCC but additionally considers
the indirect connection of public methods in a class. TCC and
LCC provide another way of measuring the cohesiveness of
a class. The higher the TCC and LCC a values are, the more
cohesive is the class. It is anticipated that cohesion may be
improved by moving-related refactoring operations. In general,
moving a method that does not access local attributes or
methods, or is called by few local methods improves cohesion.

1) LCOM: The beanplots from Figure 3 and Table VI show
that LCOM is improved when applying Move Method and
Extract And Move Method refactorings. For both refactorings,
the median values significantly decreased by 2, even though
they are accompanied by a small effect size. However, we also
observe from the results in Table VI that the Move Attribute,
Pull Up Method and Move Class refactorings caused LCOM
metric to disprove by a median of 1 and 2 with a negligible
effect size. These results suggest that the LCOM metric can
either improve or disprove after refactoring, and developers
need to pay attention to cohesion when modifying their code
and use appropriate refactoring operations.It is worth noting
that our results match previous work observations for the
cohesion, i.e., cohesion worsens rather than improves after the
refactoring application [20], [48].

2) TCC: As can be seen in beanplots of Figure 3 and
Table VI, Extract And Move Method is the most influential
refactoring on TCC which improve it by 0.7. Whereas, Move
Method and Move Attribute refactorings tend to have less
impact on the metrics with a median improvement of 0.3,
0.1, respectively. It is worth noting that the differences are
statistically significant even though with negligible effect size.

3) LCC: We found that LCC achieves similar results to
the TCC metric. This was expected since both metrics re-
flect similar cohesion characteristic as mentioned earlier in
Section IV-B, except that LCC further involves the number
of indirect connections between visible classes. Thus, the
constraint LCC ≥ TCC holds always. Upon a qualitative
investigation of our dataset, we observe that moving methods
from one class to another is a popular and effective refactoring
to improve cohesion, as it often involves adding a parameter

when resources of the original class are used, and removing
that parameter which is an instance of the target class.

As an illustrative example, we refer to the WordPress-
Android app from the commit [2], we observe that the
method onDraw() is moved from GraphView class to
the GraphViewContentView class which makes the class
GraphView more cohesive with an improvement in each of
TCC and LCC from 0.2 to 0.5 and an improvement of LCOM
from 32 to 28.

Finding 2. Cohesion quality metrics, LCOM, TCC and
LCC, tend to exhibit statistically significant variations
with attribute and method-level moving-related refactoring
operations. The refactorings that most influence cohesion
are “Move Attribute”, “Move Method” and “Extract And
Move Method”. However, LCOM tend to be more volatile
under refactoring, which suggests Android developers to
pay attention when dealing with cohesion.

C. Results for Complexity Metrics

Reducing code complexity is one of the main challenges
in any software system and one of the prominent goals of
refactoring. We use the Weighted Methods per Class (WMC)
to assess class complexity [17]. WMC for a given class is
computed as the sum of the McCabe’s cyclomatic complexity
of its methods [32]. Being a direct metric, the higher WMC,
the higher is the class complexity.

The distributions of the WMC metric depicted in Figure 3
and Table VI indicate a significant improvement after applying
Extract Super Class refactoring by a median value of 10
with a medium effect size. Indeed, this refactoring operation
is effective to remove code duplication and thus reducing
complexity. Duplicate code often occurs when two classes
perform similar tasks in the same way, or perform similar tasks
in different ways. As a consequence, extracting a superclass
can concentrate similar tasks and provide a built-in mechanism
for simplifying such situations and removing duplicate code
via inheritance. Moreover, various other refactorings tend to
also improve WMC including Move Method, Extract And
Move Method, Pull Up Attribute, Extract Method, and Move
Class refactorings, but with less impact varying from 1 to
3 with negligible or small effect size. These improvements
are expected since the applied refactoring operations deal
with the simplification of methods inside a class. Particularly,
the extraction of sub-methods that tend to break down long
methods, or moving the methods to the appropriate class which
decrease the complexity of the methods in the class.

An interesting example that shows the impact of Ex-
tract Method refactoring on complexity was found in the
ownCloud app from commit [3] that involves the extrac-
tion of readIsDeveloper() method from onCreate()
method in the MainApp class and the extraction of
showDeveloperItems() method of onCreate() in the
Preferences class. These refactorings reduce the complex-
ity by decreasing the WMC metric from 7 to 3. Even though
this commit is part of a pull request (# 13401), the developer
tend to take care of the quality through refactoring commits.



Finding 3. Several refactorings types tend to improve com-
plexity by decreasing the WMC metric. The most impactful
refactorings are “Extract Super Class”, “Extract Method”,
and “Move Method” which typically help simplifying meth-
ods structure and/or reducing duplicate code.

D. Results for Design Size Metrics

The design size is an indication of code density. We use
two common metrics to estimate the size. The first is the
Lines of Code (LOC) which counts the number of lines of
code ignoring spaces and comments. The second metric is the
Variables Quantity (VQTY) that counts the number of declared
variables.

1) LOC: As shown in Figure 3 and Table VI, the refac-
torings Extract Super Class, Pull Up Method, Push Down
Method, Move Method, and Extract And Move Method are
the most influential refactorings that improve the LOC with a
median ranging from 12 to 24 and a medium effect size. We
notice that the size of the code elements significantly improve
after the application of inheritance-related refactorings, as well
as composing and moving method refactorings. For example,
developers tend to apply Extract Super Class to reduce the
size of its subclasses and reduce duplicated code, or Extract
And Move Method to avoid code duplication and simplify the
structure of the code.

2) VQTY: We observe from the results in Figure 3 and
Table VI that VQTY is less impacted by refactoring than LOC
with only 3 refactorings including Move Attribute, Pull Up
Method, and Push Down Method which reduce significantly
the Quantity variables metric with either negligible or small
effect size. Similar to LOC, we speculate that moving and
inheritance-related refactorings help reducing code duplication
which will in turn reduce the number of declared variables in
code fragments and/or improve code reuse. It is worth noting
that our results match also with desktop applications [13], [20].
As an illustrative example, we refer to the WordPress-Android
app, commit [4] which implements an Extract Super Class.
The refactoring extracted the class TagsFragment from
PostSettingsTagsFragment which clearly resulted in
a reduced size.

Finding 4. Most refactoring types tend to reduce the
design size metrics LOC and VQTY. The most influential
refactorings are Extract Super class, Pull UP/Push Down
Method and Move Method which typically help reducing
duplicate code, or moving code between classes, hence
improving the design size.

E. Inheritance

The inheritance is a key concept in any object-oriented (OO)
programming infrastructure such as Android. Designing and
implementing the inheritance relations in an Android app is
expected to improve the overall quality of the app such as
software reuse and extensibility. The depth of inheritance tree
(DIT) is the most used metric to assess the inheritance in OO
software applications.

We notice from Figure 3 and Table VI that five from
all the applied refactorings do improve the DIT metric, in-
cluding Pull Up Attribute, Extract Super Class, Push Down
Method, Pull Up Method, and Move Class. The majority
of these refactorings deal with changes applied to the class
hierarchy. We expect that refactoring types that are mainly
managing class inheritance do impact the DIT metric. A
recent study showed that inheritance-related refactorings such
as Extract Super Class and Pull Up Method tend to improve
the depth of the inheritance to support software reusability
and help in the elimination of code duplication [7]. Our
qualitative analysis has shown scenarios of moving method
down, from a super class, to a child class, for the purpose
of sharing its behavior which is relevant only for some of
its subclasses. One of the examples that show the inheritance
improvement was found in the Nextcloud app, in commit ID
[5]. Specifically, the developer applied a Push Down Method
refactoring operations involving the class AbstractIT and
its subclass AbstractOnServerIT. This was realized
through pushing down the after(), deleteAllFiles(),
createDummyFiles() and waitForServer() meth-
ods from AbstractIT to its subclass. These changes re-
sulted in inheritance improvement for the AbstractIT class,
with a drop of its DIT from 5 to 3.

Finding 5. Hierarchy-level refactorings tend to improve
the inheritance quality attribute (DIT). The most influential
refactorings being “Pull Up Attribute”, “Extract Super
Class” and “Push Down Method”. Improving the inheri-
tance typically helps sharing common behavior across sub-
classes, reduces code duplication, and increases reusability
which is a common practice in Android development.

Looking at the control group results from Figure 4 and
Table VI, we noticed that the different quality metrics did not
exhibit any significant change with non-refactoring changes
(control group), except for the LOC and VQTY metrics that
tend to increase after each commit. Indeed, it is normal that
the design size related metrics increase over time as the project
evolves. These results provide more evidence that the metrics
changes observed in the experiment data are due to refactoring
activities and not to chance.

V. IMPLICATIONS AND DISCUSSIONS

A. Implications for researchers

Further exploit quality metrics and refactoring in mo-
bile software development. The existing literature discusses
different automatic refactoring approaches that help practition-
ers in detecting anti-patterns or code smells. More recently,
Baqais and Alshayeb [11] show that there is an increase in
the number of studies on automatic refactoring approaches
and researchers have begun exploring how machine learning
can be used in identifying refactoring opportunities. Since
the features play a vital role in the quality of the obtained
machine learning models, this study can help determine which
metrics can be used as effective features in machine learning
algorithms to accurately predict refactoring opportunities at



different levels of granularity (i.e., class, method, field), which
can assist developers in automatically making their decisions.
For example, using the most impactful metrics as a feature
to predict whether a given piece of code should undergo a
specific refactoring operation make developers more confident
in accepting the recommended refactoring. Such knowledge is
needed as, in practice, the built model should require as little
data as possible.

B. Implications for practitioners

Android developers should be careful about their apps
code quality. Our results indicate that developers can apply
refactoring operations that do not improve their apps structural
quality during refactoring, and particularly for the cohesion
metric, LCOM. While LCOM tend to be very volatile under
refactoring as also shown in prior works [38], [41], these
results indicate that there is a risk that developers degrade their
apps structural quality while performing refactoring changes.
Given that Android apps should evolve quickly to add new user
requirements, fix bugs or adapt to new technological changes,
such refactorings may increase technical debt and thus cause
developers to invest additional maintenance effort in the future
in order to fix quality issues in their apps. Hence, developers
need to pay attention to their refactoring edits.

Need for Android-specific refactoring tools. Our findings
on the impact of refactoring on quality attributes/metrics can
help build practical and customized refactoring recommen-
dation tool for Android developers. For example, given the
relatively small size and rapid evolution and release cycles of
mobile apps, it is relevant to recommend refactoring opportu-
nities for classes suffering from specific quality aspects, e.g.,
coupling, complexity, etc.

C. Implications for educators

Learn refactoring best practices. Teaching the next gen-
eration of engineers best practices on refactoring and its
impact on software quality in mobile apps and in software
development, in general. Educators can use our study results
and our dataset [44] to teach and motivate students to follow
best refactoring practices while avoiding refactoring changes
that may cause regression in their apps. In particular, our
real world dataset of 42,181 refactorings from 300 Android
apps, represents a valuable resource that could enable the
introduction of refactoring to students using a “learn by
example” methodology, illustrating best refactoring practices
that should be followed and bad practices to be avoided.

VI. THREATS TO VALIDITY

Threat to internal validity. The accuracy of the refactoring
detection tool, Refactoring Miner, can represent a threat to
internal validity because it may miss the detection of some
refactorings. However, previous studies report that Refactoring
Miner has high precision and recall scores (98% and 87%,
respectively) compared to other state-of-the-art refactoring de-
tection tools [45], [51], which gives us confidence in using the
tool. Furthermore, the CK-metrics tool could also have its own
threats. While we conducted a manual inspection and double

checked the values of the studied metrics with an alternative
commercial tool, namely Scitools Understand, to make sure
that the tool is reliable, still there could be errors that we did
not notice. Another threat to internal validity could be related
to the size of commit changes. In particular, the metric change
in a given refactoring commit may or may not be related to the
refactoring itself that occurred in that commit. To mitigate this
problem, we adopted a widely-used causal inference method
based on the Difference-in-Differences model that compare
two groups, a treatment and a control group.

Threats to construct validity. A potential construct threat to
validity could be related to the set of metrics being studied,
as it may miss some properties of the selected internal quality
attributes. To mitigate this threat, we select well-known met-
rics that cover various properties of each attribute, as reported
in the literature [6], [17].

Threats to conclusion validity. Unlike other works on the
impact of refactoring on quality metrics [6], [13], [15], [48],
we employed the DiD method to compare the changes in
quality metrics between a treatment and control group. More-
over, we used the non-parametric Wilcoxon rank-sum test and
the Cliff’s effect size, that do not make assumptions on the
underlying data. As part of our future work, we plan to explore
other quality aspects in mobile apps.

Threat to external validity. While we used a large sample
of 300 open source Android apps written in Java, we cannot
generalize our results to other open source or commercial
mobile apps or to other technologies.

VII. CONCLUSION AND FUTURE WORK

We presented a study aimed at investigating the impact of
refactoring on quality metrics in Android apps. We mined 300
open-source apps containing 42,181 refactoring operations in
total. We determined the effect each refactoring had upon
the 10 chosen software quality metrics, and employed the
difference-in-differences (DiD) model to determine the extent
to which the metric changes brought about by refactoring differ
from the metric changes in non-refactoring commits.

In one sense, our anticipated results were that the benefits of
refactoring would be clearly reflected in the changes brought
about in the software metrics. The observed results were not
that simple however. For most refactoring type and metric
combinations, the refactoring produced no significant change
in the metric. On the other hand, some refactoring types
yielded a broad improvement in several metric values. LCOM
stood out as the least consistent metric, improving for some
refactoring types and disimproving for others. For the non-
refactoring commits, the metrics exhibit no significant change,
other than (unsurprisingly) the design size metrics.

As future work, we plan to analyze other refactoring types
and investigate their impact on internal and external quality
attributes. We also plan to extend our study to more open
source and commercial Android apps to better generalize our
results, and to develop Android specific refactoring tools to
better support developers during maintenance and evolution.
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coding issues and its effects on software quality: Is it worth refactoring?
In 2014 IEEE 14th International Working Conference on Source Code
Analysis and Manipulation, pages 95–104. IEEE, 2014.

[50] L. Tahvildari and K. Kontogiannis. A metric-based approach to enhance
design quality through meta-pattern transformations. In European
Conference on Software Maintenance and Reengineering, pages 183–
192. IEEE, 2003.

[51] N. Tsantalis, M. Mansouri, L. Eshkevari, D. Mazinanian, and D. Dig.
Accurate and efficient refactoring detection in commit history. In
IEEE/ACM 40th International Conference on Software Engineering
(ICSE), pages 483–494. IEEE, 2018.

[52] N. Tsantalis, M. Mansouri, L. M. Eshkevari, D. Mazinanian, and
D. Dig. Accurate and efficient refactoring detection in commit history.
In International Conference on Software Engineering, pages 483–494,
2018.
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